
CS 253 Sample Final Exam – Questions 
 
True or False – 
 

1. Cross-site scripting is a type of injection attack. 

2. SQL is the primary language targeted by cross-site scripting attacks. 

3. In a DOM-based XSS, the malicious input is injected into the client application at runtime in the 
user's browser. 

4. You should set the "HttpOnly" flag in a cookie to ensure that the cookie is sent over an 
encrypted channel. 

5. Persistent XSS (also known as "Stored XSS") occurs when a malicious user convinces a victim 
to send a request to a server with malicious input and the server echoes the input back to client. 

6. The server can always trust HTTP headers such as the User-Agent header to correctly identify 
the browser in use because these headers are set by the web browser. 

7. In general, it's safe to trust data that comes from the user in query parameters, form fields, 
headers, cookies, and file uploads. 

8. The idea of defense-in-depth is to force the attacker to find multiple exploitable vulnerabilities in 
order to produce a successful attack; one attack on its own is not enough. 

9. The goal of Time-based One-time Password (TOTP) codes is to protect the user from phishing 
attacks. 

 
Short Answer (max 50 words) – 
 

1. Which character is most likely to be used in an XSS attack that escapes out of an HTML 
attribute? Choose from: the single quote ('), the null byte, the less than sign (<), or the greater 
than sign (>). 

2. Name the three parts of a URL that are used to determine the URL's origin. 

3. Why is it a bad idea to allow servers software like Express, Apache, or Nginx to advertise the 
server name and version that is in use in HTTP response headers? For instance, Express 
sends the following header: ​"X-Powered-By: express"​ in all responses, unless this is 
explicitly disabled. 

 
Free Response (max 150 words) – 

Same Origin Policy 1:​ Explain how "origins" in the web browser are conceptually analogous to 
"processes" in operating systems. 



 
Same Origin Policy 2: ​Which of the 4 HTTP requests from this page on ​https://example.com​ are 
allowed? 
 
<!doctype html> 

<html lang='en'> 

  <head> 

    <meta charset='utf-8' /> 

    <link rel='stylesheet' href='https://other1.com/style.css' /> 

  </head> 

  <body> 

    <img src='https://other2.com/image.png' /> 

    <script src='https://other3.com/script.js'></script> 

    <script> 

      const res = await fetch('https://other4.com/cool.mp4') 

      const data = await res.body.text() 

      console.log(data) 

    </script> 

  </body> 

</html> 
 
You can assume that the other sites do NOT send any special HTTP headers such as 
Access-Control-Allow-Origin, which are also known as "CORS" headers. 
 
Fingerprinting:​ You're a web developer working for a national newspaper. The product manager 
informs you that a decision has been made to ban users of the Brave web browser because of its 
ad-blocking capabilities which are negatively affecting revenue. It is your responsibility to implement 
this functionality. Booo! Brave uses the same User-Agent header value as the Chrome browser, so it's 
not possible to distinguish Brave users by merely looking at this header value. 
 
Propose a fingerprinting method you could use to distinguish Brave users from other browser users. It's 
okay if your method has some false positives, as long as it recognizes all Brave users. 
 
XSS: ​There are some JavaScript functions that can never safely use untrusted data as input, even if 
escaped with our handy `htmlEscape()` function from Assignment 1. For example: 
 
<script> 

  window.setInterval('ESCAPED_USER_DATA_HERE') 

</script> 

 
Why is this the case? 
 
XSS 2:​ Describe the heuristic that Chrome's XSS Auditor uses to detect XSS attacks. What were the 
limitations of the XSS Auditor? 
 
CSP: ​Given the following CSP and HTML page, list which resources will be blocked from loading? 

https://example.com/


 
Content-Security-Policy: default-src 'none'; script-src 'self' 'unsafe-inline'; 

img-src *; style-src 'self' https:; 

 

<!doctype html> 

<html lang='en'> 

  <head> 

    <link rel='stylesheet' href='/style.css' /> 

    <link rel='stylesheet' href='https://stylish.example.com/style.css' /> 

    <style>body { font-size: 99px; }</style> 

  </head> 

  <body> 

    <script>alert('Sup!')</script> 

    <img src='https://images.example.com/foo.jpg'> 

    <img src='https://images.example.com/bar.jpg'> 

    <img src='/logos/large-logo.jpg'> 

    <script src='/bundle.js'></script> 

    <script src='https://random.example.com/analytics.js'></script> 

  </body> 

</html> 
 
Command injection: ​The following Node.js program implements an HTTP server which accepts a 
user-provided filename and returns the contents of the specified file to the user, if it exists on the 
server. The file should only be returned if it exists in a folder named "static" where static files intended 
for viewing are stored. 
 
const express = require('express') 

const childProcess = require('child_process') 

const app = express() 

 

app.get('/', (req, res) => { 

  res.send(` 

    <h1>File viewer</h1> 

    <form method='GET' action='/view'> 

      <input name='filename' /> 

      <input type='submit' value='Submit' /> 

    </form> 

  `) 

}) 

 

app.get('/view', (req, res) => { 

  const { filename } = req.query 

  const child = childProcess.spawnSync('cat', [filename]) 

  if (child.status !== 0) { 

    res.send(child.stderr.toString()) 

  } else { 



    res.send(child.stdout.toString()) 

  } 

}) 

 

app.listen(4000, '127.0.0.1') 

 
There is a glaring security issue with the design of this server. What is the issue? How could the issue 
be fixed? 
 
HSTS:​ What is the purpose of the Strict-Transport-Security header? What attack does it protect 
against? 
 
 


